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**VYONA NJERI**

**Part A**

i)
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Identify the objects,define classes ,establish relationships.

ii) The Object Modeling Technique (OMT) is an object-oriented analysis, design, and implementation methodology that focuses on creating a model of objects from the real world and then using this model to develop object-oriented software.

iii) OOAD is a software engineering methodology that involves using object-oriented concepts to design and implement software systems, while OOP is a programming paradigm that uses objects to represent real-world entities and involves creating objects that have properties and methods, and using those objects to build applications.

iv) **Standardization**-Provide a standardized way to visualize the design of a system.

**Constructive modelling**-support forward and reverse engineering activities.

**To provide a common language-** that can be used to model a system’s structure and behaviour.

V) **modularity** – Oop allows for the modular organization of code ,making it easier to understand , maintain and update.

**Reausability**- objects and classes can be reused in different parts of the system or in other projects saving time and effort.

**Encapsulation**- The data within an object is kept private, ensuring that the data is protected from being accidentally altered or accessed.

vi) A **constructor** is a special type of function called to create an object.They have the same name as the class and is used to initialize the object’s attributes.

Example:

*public class MyClass {*

*int x;*

*public MyClass(int y) {*

*x = y;*

*}*

*}*

An **object** is an instance of a class. It has its own attributes and behaviours.

*public class MyClass {*

*int x;*

*public MyClass(int y) {*

*x = y;*

*}*

*public void printX() {*

*System.out.println("x = " + x);*

*}*

*}*

*public class Main {*

*public static void main(String[] args) {*

*MyClass myObject = new MyClass(5);*

*myObject.printX(); // Output:*

A **destructor** is an instance member function that is invoked automatically whenever an object is going to be destroyed.Java doesn’t have explicit destructors as it has automatic garbage collection.

**Polymorphism** allows objects to be treated as instances of their base class.It includes overloading and overriding.

*class Shape {*

*void draw() {*

*System.out.println("Drawing a shape");*

*}*

*}*

*class Circle extends Shape {*

*@Override*

*void draw() {*

*System.out.println("Drawing a circle");*

*}*

*}*

*public class Main {*

*public static void main(String[] args) {*

*Shape myShape = new Circle(); // Polymorphism*

*myShape.draw(); // Calls the draw method of Circle*

*}*

*}*

**Class-** A blueprint for creating objects. It defines the states and behaviour of an object.

*public class Dog {*

*// Attributes*

*String name;*

*int age;*

*// Behavior*

*void bark() {*

*System.out.println("Woof!");*

*}*

*}*

**Inheritance-** The ability of a subclass to inherit attributes and behaviours of another class (super class).

*class Animal {*

*void eat() {*

*System.out.println("Eating");*

*}*

*}*

*class Dog extends Animal {*

*void bark() {*

*System.out.println("Woof!");*

*}*

*}*

*public class Main {*

*public static void main(String[] args) {*

*Dog myDog = new Dog();*

*myDog.eat(); // Inherited from Animal*

*myDog.bark(); // From Dog class*

*}*

*}*

vi)Association- It represents a connection between two or more objects without implying any form of ownership

Aggregation-  it is a relationship between two classes where one class has a reference to one or more instances of another class.

Composition- Composition is a relationship between two classes where one class is composed of one or more instances of another class.

Generalisation-They are used to display an inheritance relationship between the two classes.

vii) A **classdiagram** is a type of UML diagram that represents the structure and relationships of classes within a system. Classdiagrams are used in software development to illustrate the static structure of a system.

Steps to draw a class diagram

Identify classes

Identify attributes

Identify methods

Identify relationships

Add inheritance if needed.

Example

![UML Class Diagram - TAE](data:image/png;base64,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)

vii*) #include <iostream>*

*#include <cmath>*

*using namespace std;*

*class Shape {*

*public:*

*virtual float area() = 0;*

*virtual float perimeter() = 0;*

*};*

*class Circle : public Shape {*

*private:*

*float radius;*

*public:*

*Circle(float r) {*

*radius = r;*

*}*

*float area() {*

*return M\_PI \* pow(radius, 2);*

*}*

*float perimeter() {*

*return 2 \* M\_PI \* radius;*

*}*

*friend void display(Circle c);*

*};*

*class Rectangle : public Shape {*

*private:*

*float length, width;*

*public:*

*Rectangle(float l, float w) {*

*length = l;*

*width = w;*

*}*

*float area() {*

*return length \* width;*

*}*

*float perimeter() {*

*return 2 \* (length + width);*

*}*

*friend void display(Rectangle r);*

*};*

*class Triangle : public Shape {*

*private:*

*float a, b, c;*

*public:*

*Triangle(float x, float y, float z) {*

*a = x;*

*b = y;*

*c = z;*

*}*

*float area() {*

*float s = (a + b + c) / 2;*

*return sqrt(s \* (s - a) \* (s - b) \* (s - c));*

*}*

*float perimeter() {*

*return a + b + c;*

*}*

*friend void display(Triangle t);*

*};*

*class Square : public Shape {*

*private:*

*float side;*

*public:*

*Square(float s) {*

*side = s;*

*}*

*float area() {*

*return pow(side, 2);*

*}*

*float perimeter() {*

*return 4 \* side;*

*}*

*friend void display(Square s);*

*};*

*void display(Circle c) {*

*cout << "Area of circle: " << c.area() << endl;*

*cout << "Perimeter of circle: " << c.perimeter() << endl;*

*}*

*void display(Rectangle r) {*

*cout << "Area of rectangle: " << r.area() << endl;*

*cout << "Perimeter of rectangle: " << r.perimeter() << endl;*

*}*

*void display(Triangle t) {*

*cout << "Area of triangle: " << t.area() << endl;*

*cout << "Perimeter of triangle: " << t.perimeter() << endl;*

*}*

*void display(Square s) {*

*cout << "Area of square: " << s.area() << endl;*

*cout << "Perimeter of square: " << s.perimeter() << endl;*

*}*

*int main() {*

*Circle c(5);*

*Rectangle r(5, 6);*

*Triangle t(3, 4, 5);*

*Square s(7);*

*display(c);*

*display(r);*

*display(t);*

*display(s);*

*return 0;*

*}*

1. **Inheritance**- The ability of a subclass to inherit attributes and behaviours of another class (super class).

In this implementation, we use single inheritance to create a base class called Shape and derive four classes from it: Circle, Rectangle, Triangle, and Square. Each derived class inherits the properties and methods of the Shape class.

1. **Friends functions**- They are non-member functions that are granted access to the private and protected members of a class. In this implementation, we use a friend function called display to display the area and perimeter of each shape.
2. **Method overloading and method overriding:-** Method overloading is a feature that allows multiple functions with the same name to be defined in a class. Method overriding is a feature that allows a subclass to provide a specific implementation of a method that is already provided by its parent class .

In this implementation, we use method overloading to define multiple constructors for each derived class, and we use method overriding to override the display method in each derived class.

1. **Late binding and early binding-** Early binding is a process in which the compiler associates an address to a function call at compile time. Late binding is a process in which the address of a function call is resolved at runtime.

In this implementation, we use late binding to resolve the display method at runtime.

1. **Abstract class and pure functions -**  An abstract class is a class that cannot be instantiated and is used as a base class for other classes . A pure function is a virtual function that is set to 0 and has no implementation. In this implementation, we use an abstract class called Shape to define pure virtual functions for calculating the area and perimeter of each shape.

viii) a. **Function overloading example**

*#include <iostream>*

*using namespace std;*

*int add(int x, int y) {*

*return x + y;*

*}*

*double add(double x, double y) {*

*return x + y;*

*}*

*int main() {*

*cout << add(2, 3) << endl;*

*cout << add(2.0, 3.0) << endl;*

*return 0;*

*}*

1. **Operator overloading example**

*#include <iostream>*

*using namespace std;*

*class Complex {*

*public:*

*int real, imag;*

*Complex operator+(Complex const &obj) {*

*Complex res;*

*res.real = real + obj.real;*

*res.imag = imag + obj.imag;*

*return res;*

*}*

*};*

*int main() {*

*Complex c1, c2, c3;*

*c1.real = 2;*

*c1.imag = 3;*

*c2.real = 4;*

*c2.imag = 5;*

*c3 = c1 + c2;*

*cout << c3.real << " + i" << c3.imag << endl;*

*return 0;*

*}*

1. **Pass by value and pass by reference**

*#include <iostream>*

*void increment(int value) { // pass by value*

*value++;*

*}*

*void increment\_ref(int& value) { // pass by reference*

*value++;*

*}*

*int main() {*

*int x = 5;*

*std::cout << "Original value of x: " << x << std::endl;*

*increment(x);*

*std::cout << "After increment(x): " << x << std::endl;*

*increment\_ref(x);*

*std::cout << "After increment\_ref(x): " << x << std::endl;*

*return 0;*

*}*

In the above example, the  “ increament” function uses pass by value, while the “increament ref” function uses pass by reference.

1. **Parameters and arguments**

*#include <iostream>*

*void print(int value) {*

*std::cout << "Printing int: " << value << std::endl;*

*}*

*int main() {*

*int x = 42;*

*print(x);*

*return 0;*

*}*

A parameter is a variable in a function's declaration that specifies the type of argument the function should accept. In this case, the parameter **‘value’** is of type int.

An argument is a value that is passed into a function when it is called. In this case, the argument **’x’** is of type int The value of x is passed into the function print , and the function prints the value of the argument.

**Here is the modified version of the CalculateG class that computes the position and velocity of an object after falling for 30 seconds, outputting the position in meters:**

*#include <iostream>*

*#include <cmath>*

*using namespace std;*

*class CalculateG {*

*public:*

*double gravity = -9.81; // Earth's gravity in m/s^2*

*double fallingTime = 30;*

*double initialVelocity = 0.0;*

*double finalVelocity = initialVelocity + gravity \* fallingTime;*

*double initialPosition = 0.0;*

*double finalPosition = 0.5 \* gravity \* pow(fallingTime, 2) + initialVelocity \* fallingTime + initialPosition;*

*void outline() {*

*cout << "The object's position after " << fallingTime << " seconds is " << finalPosition << " m." << endl;*

*cout << "The object's velocity after " << fallingTime << " seconds is " << finalVelocity << " m/s." << endl;*

*}*

*};*

*int main() {*

*CalculateG calc;*

*calc.outline();*

*return 0;*

*}*

**Here is the extended CalculateG class with the methods for multiplication, powering to square, summation, and printing out a result:**

*#include <iostream>*

*#include <cmath>*

*using namespace std;*

*class CalculateG {*

*public:*

*double multi(double a, double b) {*

*return a \* b;*

*}*

*double power(double a) {*

*return pow(a, 2);*

*}*

*double sum(double a, double b) {*

*return a + b;*

*}*

*void outline(double result) {*

*cout << "The result is " << result << endl;*

*}*

*double gravity = -9.81; // Earth's gravity in m/s^2*

*double fallingTime = 30;*

*double initialVelocity = 0.0;*

*double finalVelocity = initialVelocity + gravity \* fallingTime;*

*double initialPosition = 0.0;*

*double finalPosition = 0.5 \* gravity \* pow(fallingTime, 2) + initialVelocity \* fallingTime + initialPosition;*

*void outline() {*

*cout << "The object's position after " << fallingTime << " seconds is " << finalPosition << " m." << endl;*

*cout << "The object's velocity after " << fallingTime << " seconds is " << finalVelocity << " m/s." << endl;*

*}*

*};*

*int main() {*

*CalculateG calc;*

*double a = 2.0;*

*double b = 3.0;*

*double result1 = calc.multi(a, b);*

*double result2 = calc.power(a);*

*double result3 = calc.sum(a, b);*

*calc.outline(result1);*

*calc.outline(result2);*

*calc.outline(result3);*

*calc.outline();*

*return 0;*

*}*

**PART B**

**Question 1**

*#include <iostream>*

*using namespace std;*

*int main() {*

*int a = 1, b = 2, c = 0, sum = 2;*

*while (c <= 4000000) {*

*c = a + b;*

*if (c % 2 == 0) {*

*sum += c;*

*}*

*a = b;*

*b = c;*

*}*

*cout << "The sum of all even-valued terms in the Fibonacci sequence whose values do not exceed four million is " << sum << endl;*

*return 0;*

*}*

**QUESTION THREE**

*#include <iostream>*

*using namespace std;*

*int main() {*

*int arr[15];*

*for (int i = 0; i < 15; i++) {*

*cout << "Enter value " << i + 1 << ": ";*

*cin >> arr[i];*

*}*

*cout << "The values stored in the array are: ";*

*for (int i = 0; i < 15; i++) {*

*cout << arr[i] << " ";*

*}*

*cout << endl;*

*int num;*

*cout << "Enter a number to search for: ";*

*cin >> num;*

*bool found = false;*

*int index;*

*for (int i = 0; i < 15; i++) {*

*if (arr[i] == num) {*

*found = true;*

*index = i;*

*break;*

*}*

*}*

*if (found) {*

*cout << "The number " << num << " was found at index " << index << "." << endl;*

*} else {*

*cout << "The number " << num << " was not found in this array." << endl;*

*}*

*int arr2[15];*

*for (int i = 0; i < 15; i++) {*

*arr2[i] = arr[14 - i];*

*}*

*cout << "The values stored in the new array are: ";*

*for (int i = 0; i < 15; i++) {*

*cout << arr2[i] << " ";*

*}*

*cout << endl;*

*int sum = 0;*

*int product = 1;*

*for (int i = 0; i < 15; i++) {*

*sum += arr[i];*

*product \*= arr[i];*

*}*

*cout << "The sum of all elements of the array is " << sum << "." << endl;*

*cout << "The product of all elements of the array is " << product << "." << endl;*

*return 0;*

*}*